
UDP Socket Programming in Python 

Similar to TCP socket programming, we will also learn about UDP socket 

programming in Python, including establishing a UDP connection, working with 

connectionless sockets, and sending and receiving data over UDP.  

      Establishing a UDP Connection  

      Unlike TCP, UDP is a connectionless protocol, meaning there is no need to 

establish a connection between the server and client. Instead, the server and 

client simply send and receive data without establishing a formal connection. 

      Working with Connectionless Sockets 

      To create a UDP server, you need to create a socket, bind it to an IP address   

and port, and start listening for incoming datagrams.  

      The following steps demonstrate how to achieve this: 

          Create a socket: 

          import socket  

          server_socket = socket.socket(socket.AF_INET, socket.SOCK_DGRAM)  

     

      Bind the socket to an IP address and port: 

          address = ('127.0.0.1', 12345)   

          server_socket.bind(address)  

    

      On the client-side, you need to create a socket, and you can directly send and 

receive data without connecting to the server. 

        Create a socket: 

                 import socket  

                client_socket = socket.socket(socket.AF_INET, socket.SOCK_DGRAM)  

    



 Sending and Receiving Data over UDP 

       Sending Data: 

      To send data over UDP, you can use the sendto() method of the socket 

object.This method takes two arguments: the data to be sent (a bytes-like 

object) and the destination address (a tuple containing the IP address and port 

number). 

        Example (Client-Side): 

          data = "Hello, Server!"  

          server_address = ('127.0.0.1', 12345)  

          client_socket.sendto(data.encode(), server_address)  

 

      Receiving Data: 

      To receive data over UDP, you can use the recvfrom() method of the socket 

object. This method takes a single argument, the maximum amount of data (in 

bytes) to receive, and returns the received data as a bytes-like object and the source 

address. 

      Example (Server-Side): 

      data, client_address = server_socket.recvfrom(1024)  

      print(f"Received data: {data.decode()} from {client_address}") 

 

 

 

 

 

 

 



Implementing a UDP Server and Client 

      UDP Server 

      Create a file named "udp_server.py" and add the following code: 

import socket   

# Create a socket  

server_socket = socket.socket(socket.AF_INET, socket.SOCK_DGRAM)  

# Bind the socket to an IP address and port  

address = ('127.0.0.1', 12345)  

server_socket.bind(address)  

print("Server listening on", address)  

while True: 

          # Receive data from the client  

          data, client_address = server_socket.recvfrom(1024)  

          print(f"Received data: {data.decode()} from {client_address}")  

          # Send a response back to the client  

          response = "Hello, Client!"  

          server_socket.sendto(response.encode(), client_address) 

 

 

 

 

 

 

 



UDP Client 

      Create a file named "udp_client.py" and add the following code: 

import socket  

# Create a socket  

client_socket = socket.socket(socket.AF_INET, socket.SOCK_DGRAM)  

# Send data to the server  

data = "Hello, Server!"  

server_address = ('127.0.0.1', 12345)  

client_socket.sendto(data.encode(), server_address)  

# Receive data from the server  

response, server_address = client_socket.recvfrom(1024)  

print(f"Received data: {response.decode()} from {server_address}")  

client_socket.close() 

 

 

 

 

 

 

 

 

 

 

 



Overview of Application Layer Protocols 

 

      HTTP (Hypertext Transfer Protocol) 

      HTTP is the foundation of data communication on the World Wide Web.  

      It is a request-response protocol that enables clients (usually web browsers) to 

request resources (such as web pages, images, and videos) from servers.  

      HTTP uses a stateless connection, meaning each request and response pair is 

independent and doesn't rely on previous connections. The protocol operates 

primarily over TCP, using port 80 by default. 

     

      HTTPS (Hypertext Transfer Protocol Secure) : 

      HTTPS is a secure version of HTTP that uses encryption to ensure the 

confidentiality and integrity of data transmitted between the client and server.  

      It employs Transport Layer Security (TLS) or its predecessor, Secure Sockets Layer 

(SSL), to encrypt the data.  

      HTTPS operates over TCP, using port 443 by default, and is widely used for 

sensitive data transmission, such as online banking, e-commerce, and login pages. 

 

      FTP (File Transfer Protocol) 

      FTP is a standard network protocol used to transfer files between a client and a 

server over a TCP-based network, such as the Internet.  

      FTP uses a client-server architecture and employs separate control and data 

connections to facilitate the transfer of files, making it more efficient and reliable.  

      The protocol operates over TCP, using ports 20 and 21 for data and control 

connections, respectively. 

     

     



      SMTP (Simple Mail Transfer Protocol) 

      SMTP is an Internet standard for email transmission across IP networks.  

      It is a text-based protocol that allows mail servers to send, receive, and relay 

email messages.  

      SMTP operates over TCP, using port 25 by default, and provides the basic 

framework for email communication, although it is often used in conjunction with 

other protocols like IMAP and POP3 for receiving and managing email. 

 

      IMAP (Internet Message Access Protocol 

      IMAP is an Internet standard protocol used to access and manage email on a 

remote mail server.  

      Unlike POP3, which downloads and deletes email from the server, IMAP allows 

users to access and manipulate their email directly on the server, making it more 

suitable for managing email across multiple devices.  

      IMAP operates over TCP, using port 143 by default, or port 993 for secure IMAP 

(IMAPS) connections. 

 

DNS (Domain Name System) 

      DNS is a hierarchical and decentralized naming system for computers, services, 

or other resources connected to the Internet or a private network.  

      It translates human-readable domain names (like www.example.com) into the 

IP addresses (like 192.0.2.1) required for identifying and locating devices and 

services on a network.  

      DNS operates primarily over UDP, using port 53, but can also use TCP for larger 

queries or zone transfers. 

 

 

 



HTTP/HTTPS Requests and Responses 

      HTTP (Hypertext Transfer Protocol) is the backbone of data communication on 

the World Wide Web.  

      It is a request-response protocol that allows clients (usually web browsers) to 

request resources (such as web pages, images, and videos) from servers.  

      HTTP operates primarily over TCP, using port 80 by default. 

      HTTPS (Hypertext Transfer Protocol Secure) is a secure version of HTTP that 

employs encryption to ensure the confidentiality and integrity of data transmitted 

between the client and server.  

      It uses Transport Layer Security (TLS) or its predecessor, Secure Sockets Layer 

(SSL), to encrypt the data.  

      HTTPS operates over TCP, using port 443 by default, and is widely used for 

sensitive data transmission, such as online banking, e-commerce, and login pages. 

 

      Python's Requests Library 

      Python's Requests library is a popular library for making HTTP requests.  

      It simplifies the process of sending requests and handling responses, making it 

easy to interact with web services and retrieve data from the internet.  

      The library offers various useful features such as handling redirects, following 

links in web pages, and submitting forms. 

      To install the Requests library, use the following pip command: 

 

      pip install requests  

     

     

 

 



      Sending a GET Request 

      A GET request is used to retrieve data from a server.  

      To send a GET request using the Requests library, use the get() function: 

      import requests  

      response = requests.get('https://www.example.com') 

      print(response.text)  

      The get() function returns a Response object, which contains the server's 

response to the request.  

      The text attribute of the Response object contains the response content as a 

string. 

Sending a POST Request 

A POST request is used to send data to a server.  

      To send a POST request using the Requests library, use the post() function: 

      import requests  

      data = {'username': 'example', 'password': 'example_password'}  

      response = requests.post('https://www.example.com/login', data=data)  

      print(response.text)  

      The post() function takes an optional data parameter, which is a dictionary 

containing the data to be sent to the server. 

 

Handling Response Status Codes 

      The Response object also contains the HTTP status code returned by the 

server.  

      You can use the raise_for_status() method to check if the request was 

successful: 

     



     import requests  

response = requests.get('https://www.example.com')         

response.raise_for_status()  # Raises an exception if the request was 

unsuccessful  

print(response.text)  

    

Working with JSON Data 

      The Requests library makes it easy to work with JSON data.  

      To parse JSON data from a response, use the json() method of the Response 

object: 

          import requests  

          response = requests.get('https://api.example.com/data')  

          data = response.json() 

          print (data) 

 

Adding Headers to Request 

      You can add custom headers to requests by passing a dictionary of headers to 

the headers parameter:  

          import requests  

          headers = {'User-Agent': 'my-app'}  

          response = requests.get('https://www.example.com', headers=headers)  

          print(response.text)  

  

 

 


